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Figure 1: Monte Carlo random sampling


Figure 2: Pixellation based approximation


Figure 3: Approximation by numerically integrating a function (Have to multiply the area by two at the end)
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Figure 4: Proof by picture: The only candidate leaf is the leaf underneath the deepest unbalanced node.
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- Given a directed graph, how many directed edges should you add to get one big Strongly Connected Component?

Solution:

- Firstly we have to compute the number the number of Strongly Connected Components (SCC) of the directed graph.
- Def: A Strongly Connected Component is the portion of a directed graph in which there is a path from each vertex to another vertex.
- To determine the number of the SCCs, we can use the Kosaraju's algorithm or Tarjan's algorithm.
- If the graph consists of one single SCC, we will just output 0 and finish the program.
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- Note: We can have the case where a single SCC is both SCC-root and SCC-leaf.


## H: Highways of the Future

Problem Author: Cristian-Alexandru Botocan

Problem:

- Given a directed graph, how many directed edges should you add to get one big Strongly Connected Component?

Solution:

- The total number of edges which have to be added is represented by:

$$
\max (\text { number of SCC-roots, number of SCC-leaves) }
$$

- Thus, after we computed the SCCs, we can just count the number of SCC-roots and SCC-leaves and print the maximum between those.
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Pitfalls:

- Compute the number of connected components using simple BFS/DFS instead considering Strong Connected components using Kosaraju's/Tarjan's algorithm.
- Computing the final answer as number of SCCs -1 , instead of computing the maximum between the total number of SCC-roots and SCC-leaves.

Statistics: 12 submissions, 0 accepted, 12 unknown
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- Check if the $i$ th course in the order can be matched with the $i$ th hall. $x_{i}^{\prime} \leq c_{i}^{\prime}$
- It can be proven that if this greedy approach fails, a valid assignment does not exist.
- After a match for professor 1 is found, repeat this procedure for professor $2,3, \cdots, n$
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Statistics: 2 submissions, 0 accepted, 2 unknown
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- Solution:
- Always counter the dummy's Hadouken with your own, so you don't need to keep track of fireball positions.
- At distance 1 , Shoryuken beats everything, so use that.
- At distance 2, the dummy using grounded kick beats everything, so never let the dummy reach distance 2.
- At distance 3, kick if the dummy walks forward, and Shoryuken if the dummy jumps.
- At distance 4, wait if the dummy walks forward, kick if they jump.
- At distance 5 , wait if the dummy uses a jump or walks.
- At any longer distance, you can pick whichever action you like, unless the dummy uses Hadouken.
- Angel's solution only uses Hadouken at long range and is 140 lines because of it, while Maarten's tries to match player cooldowns to the dummy and is 10 lines.

Statistics: 0 submissions, 0 accepted, 0 unknown

## Language stats



| D Accepted |
| :--- |
| Wrong Answer |
| Time Limit |
| Q Runtime Error |
| Q Pending |

## Other stats

## Jury work

- 371 commits (last year: 323)
- 252 secret test cases (last year: 219)
- 59 accepted jury solutions (last year: 44)
- The minimum ${ }^{1}$ number of lines the jury needed to solve all problems is

$$
4+12+3+3+8+16+1+37+16+4=104
$$

On average 10.4 lines per problem, down from 13.9 from last year

[^0]
## The Proofreaders

- Aleksandar Lazarov
- Arnoud van der Leer
- Davina van Meer
- Robert van Dijk
- Thomas Verwoerd

The Jury

- Angel Karchev
- Cristian-Alexandru Botocan
- Dragos-Paul Vecerdea
- Jeroen Op de Beek
- Maarten Sijm


[^0]:    ${ }^{1}$ After codegolfing

